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ABSTRACT 

Ubiquitous computing brings a set of characteristics that are not 

commonly found in conventional software projects. One of the 

consequences is an increase in the software development 

complexity. Additionally, traditional software engineering 

techniques are not usually adequate to support the development of 

this system category as they do not cover specific characteristics 

of this domain. Therefore, this work presents UbiCheck - an 

approach to support requirements definition in the ubicomp 

domain, including the results of an initial observational study that 

indicated such approach can be feasible.  

Categories and Subject Descriptors 

D2. Software Engineering: Requirements/Specifications.  

General Terms 

Documentation, Experimentation, and Theory. 

Keywords 

Requirement Engineering, Requirement Definition, Ubiquitous 

Computing, Empirical Study. 

1. INTRODUCTION 
The insertion of defects throughout the development of 

conventional software projects is a recurring issue and it should 

not be different when dealing with ubiquitous software projects. 

The effort spent by software organizations with rework ranges on 

average from 40% to 50% of the total project development effort 

[4]. Wheeler et al. [5] found it is possible to verify that rework 

tends to grow as the development progresses. One of the main 

reasons for this is the increase in the effort to correct defects in the 

final activities of the development process as a result of defects 

inserted and propagated from initial development activities such 

as the requirements specification. 

In this scenario, requirements definition represents a crucial phase 

in software development. Its main goal is to develop requirements 

specification that is complete, consistent and non-ambiguous, 

becoming the basis for an agreement between all stakeholders 

involved in the software project [1]. Several techniques and 

methods have been proposed to deal with these issues [2]. 

However, most of them support the development of conventional 

software projects which can reduce its efficacy and efficiency 

when working with specific application domains [3]. 

Ubiquitous software projects have a set of characteristics 

associated to the domain of ubiquity that cannot be commonly 

found in conventional software projects [13]: service 

omnipresence, context sensitivity, adaptable behavior, experience 

capture, device heterogeneity, universal usability, fault tolerance, 

scalability, quality of service, and privacy and trust. Therefore, 

one of the main ubiquitous computing (ubicomp) challenges goals 

is to understand  how to build non-invasive computing services 

and make them available in the environment for the users [6][7].  

In this sense, Ducatel et al. [8], Niemela and Latvakoski [9] and 

Sakamura [10] reported that ubiquitous software projects can 

bring new challenges not addressed by current software 

engineering techniques. For instance, in searching for new signs 

of how to deal with the building of ubiquitous software projects 

11 works were found in the technical literature related to 

approaches that support the definition of ubiquity requirements 

(requirements associated with the ubiquity characteristics) [15] 

[16] [17] [18] [19] [20] [21] [22] [23] [24] [27]. These works can 

identify in 8 approaches (Table 1) related to ubiquity 

characteristics. 

Although requirements definition may be considered a 

fundamental software project development activity due its impact 

on quality and costs, the support to this activity is still limited 

when we consider ubicomp domain. For instance, analyzing the 

works on Table 1, some issues can be observed: (1) the 

approaches deals with a subset of the ubiquity characteristics 

(adaptable behavior, context sensitivity, fault tolerance, and 

privacy and trust); (2) only three approaches define a set of 

guidelines about requirements definition; (3) the identified 

approaches do not explore the ubicomp domain knowledge to 

support their execution ; (4)  only one work [27] describes a 

process definition and  a technique detailing that can be used to 

support the execution of its activities. 
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Thus, to improve the quality of ubiquitous software and reduce 

costs associated to rework, we believe that it is fundamental to 

support the software engineer on the ubiquity requirements 

specification activity. In this context, this paper presents 

UbiCheck - an approach based on ubicomp domain knowledge to 

support the definition of ubiquity requirements in ubiquitous 

software projects. It is also summarized the evaluation of 

UbiCheck and the resulting improvements. 

Besides this introduction, this paper has 4 other sections. Section 

2 presents UbiCheck. Next, Section 3 discusses the initial 

evaluation of the approach through an observational study. 

Section 4 presents the improvements in the UbiCheck. Finally, 

Section 5 provides the final considerations to this work. 

Table 1. Related Works and Ubiquity Characteristics 

Ubiquity 

Characteristics 

Identified Approaches 
[15] [16] [17] [18] 

[19] 

[20] [21] [22] [23] 

[24] 

[27] 

Service Omnipresence         

Context Sensitivity         

Adaptable Behavior         

Experience Capture         

Device Heterogeneity         

Universal Usability         

Fault Tolerance         

Scalability         

Quality of Service         

Privacy and Trust         

2. UBICHECK  
UbiCheck is a checklist-based approach to support requirements 

definition in the ubicomp domain. According to Laitenberger et 

al. [25], checklists can be used with the purpose of guiding 

software engineers throughout the execution of a task. Thus, it is 

expected that the using of UbiCheck would help software 

engineers during the requirements definition activities increasing 

the efficiency and effectiveness of such activity by reducing 

omission defects and execution time. 

UbiCheck composes a framework to support the definition and 

verification of ubiquity requirements for ubiquitous software 

projects [14]. The framework is based on a body of knowledge 

regarding ubicomp [14]. This body of knowledge comprises two 

elements: (1) characteristics, identifying the main concerns to be 

dealt when working with ubiquitous software projects and; (2) 

factors, defining how each characteristic can be covered in terms 

of functionalities.  

This body of knowledge composes the framework’s conceptual 

core. In general, the framework supports the following stages: (1) 

Body of knowledge configuration; (2) Software projects 

characterization; (3) Software project’s ubiquity requirements 

identification and specification, and; (4) Revision of the defined 

software projects’ ubiquity requirements. 

Figure 1 represents the stages and activities of UbiCheck. As can 

be observed, the approach is composed by 4 sequential activities 

grouped in 2 main steps regarding ubiquity requirements: (1) 

Configuration and (2) Definition ubiquity requirements.  The step 

1 is usually executed in the initial definition of the Ubicheck’s 

body of knowledge. It also can be used to allow the improvement 

of this knowledge for a specific organization. On the other hand, 

the step 2 is usually performed once for each ubiquitous software 

project.   

2.1 Step 1: UbiCheck Configuration 
The goal of this step is to configure the body of knowledge from 

the conceptual core (ubiquity characteristics and their respective 

factors) to support the requirements definition activity. From this 

conceptual core, it is possible to define: (1) Conceptual Models: 

represent the main information regarding each ubiquity 

characteristic considering their attributes, relationships, and 

services; (2) General requirement Definition Guide (GDG): 

checklist based on ubicomp domain to support the identification 

of ubiquity requirements in software projects. 

To illustrate these artifacts generation process, we will use the 

conceptual core fragment about the characteristic experience 

capture presented below:  

Information Capture 

   Capturing system user interaction information 

   Capturing experiences automatically 

Information Reasoning 

   Analyzing interaction patterns 

   Analyzing relationship among public and private experiences  

Information Management 

   Store captured information  

   Represent users’ activities 

   Represent users’ needs and preferences 

2.1.1 Activity A: Preparing Conceptual Models 
This activity consists of generating, for each ubiquity 

characteristic, a model representing the main information 

regarding ubiquity characteristics according to their respective 

factors.  

The ubiquity conceptual models have been developed as UML 

class diagrams with the purpose of representing ubiquity 

characteristics’ concepts and relationships in a graphical and 

structured format. Additionally, aiming at consistency, the models 

are generated based on a meta-model defining the types of 

elements and valid relationships used to represent the ubiquity 

characteristics and factors. A model fragment for the experience 

capture characteristic is presented in Figure 2. We believe such 

representation can increase the information understandability 

related to different ubiquity characteristics by software engineers. 

Despite the fact that those models can increase the 

understandability of the conceptual core, they lack a clear vision 

about the importance of each represented element. Therefore, 

besides a graphical view, each characteristic model is also 

represented by a hierarchical structure (tree of elements). The 

criteria based on coupling between the models’ elements to 

construct the hierarchy were adapted from [26]. For instance, 

considering the model fragment showed in Figure 2, we can 

 

Figure 1. UbiCheck overview. 
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define the hierarchical representation presented in Figure 3. This 

set of information will be used to support the creation of the 

checklists in the Activity B: Preparing GDG. 

2.1.2 Activity B: Preparing GDG 
In this activity, the General requirement Definition Guide is 

created based on the tree of elements defined in the Activity A. 

Basically, a question is created for each element of this tree 

aiming at to support the requirements definition.  

Once the elements represented in the elements tree are considered 

important in ubiquitous software projects, the goal of those 

questions is to guide the software engineer to insert the model’s 

elements into the requirements specification document.  

As a result, we have a GDG covering all ubiquity characteristics 

and their respective factors evaluated as required for the software 

project. Figure 3 shows the GDG questions preparation from a 

branch of a tree of elements for the characteristic capture of 

experience. 

It is important to highlight that the conceptual core transformation 

into conceptual model elements, organizes it considering the trees 

of elements, and the GDG definition associated with the trees of 

elements allows us to create traces amongst the different 

transformations. This scenario allows a consistent evolution of the 

mapped knowledge and the body of knowledge specialization for 

specific projects needs. Moreover, once the body of knowledge 

has been configured, it will be only changed whether new factors 

or ubiquity characteristics can be identified in the technical 

literature. This feature reduces the need to have an ubicomp 

domain specialist to support the development activities in the 

software project. 

Finally, it is important to observe that Step 1 allows the 

incremental improvement of techniques to define ubiquity 

requirements through ubicomp domain knowledge maintenance 

and the artifacts that support the software engineer activities. 

After Ubicomp domain knowledge configuration, we can go one 

step forward.  

2.2 Step 2: Defining Ubiquity Requirements  
The goal of this Step is to calibrate the GDG to use it in a specific 

software project. The specialization process and how to use the 

specialized guide to support the requirements definition are 

explained in the following subsections. 

2.2.1 Activity C: Specializing GDG 
In this activity, the General requirement Definition Guide (GDC) 

is transformed into a Specialized requirement Definition Guide 

(SDG). The SDG construction process is based on a checklist to 

characterize ubiquitous software projects defined by Spínola et al. 

[13]. The characterization checklist identifies the relevant 

ubiquity characteristics and factors for a particular software 

project (a ubiquitous software project does not need to explore all 

ubiquity characteristics). Next, the traces among the 

characterization checklist questions and GDG questions are used 

to transform the GDG into SDG. 

2.2.2 Activity D: Defining Ubiquity Requirements 
In this activity, the software engineer uses the SDG to support the 

ubiquity requirements elicitation and their specification.  

As described in Section 2.1.2, SDG is checklist based having a 

series of questions indicating what type of ubiquity information 

the software engineer should be aware during the requirements 

elicitation activity. The SDG does not indicate how to proceed to 

execute the requirements elicitation (for instance: interviewing, 

questionnaire, or brainstorming). 

Figure 4 illustrates a fragment of a SDG for the experience 

capture characteristic. This specialized guide comprises: (1) 

Instructions about its usage; (2) Ubiquity characteristics present 

on the current software project; (3) Relevant information about 

ubicomp as defined on Activity A – Configure UbiCheck; (4) 

Questions about relevant ubiquity information that should be 

identified by the software engineer. 

3. OBSERVATIONAL STUDY  
The goal of this study was to analyze UbiCheck, with the 

purpose of characterize, with respect to its applicability, into the 

context of ubiquitous software projects from the point of view of 

software engineering students. 

In this study, applicability relates to verify if software engineers 

could understand and use UbiCheck in a ubiquitous software 

project. For this, one of the two observable behaviors is expected: 

B1: UbiCheck cannot be used by software engineers to support 

ubiquitous software development; B2: UbiCheck can be used by 

software engineers to support ubiquitous software development. 

3.1 Instrumentation Planning  
As instrumentation, the following forms were elaborated:  

(1) Consent and Subject characterization (personal data, academic 

degree, and experience level on software projects); 

 

Figure 2. Fragment of Experience Capture Conceptual Model.  

 

Figure 3. Elements Tree Fragment for Experience Capture 

Characteristic. 

 

Figure 4. Fragment of a SDG. 
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(2) Ad hoc Task Execution: this form intends to collect 

information (effort in time scale) about the requirements 

definition activity execution without UbiCheck support;  

(3) UbiCheck Task Execution: this form intends to collect 

information (effort in time scale) about the requirements 

definition activity execution with UbiCheck support;  

(4) UbiCheck Evaluation: it aims at to identify the potential and 

benefits in using the proposed approach; 

(5) Problems and Issues: this form’s goal is to identify the 

problems and/or issues associated with UbiCheck using; 

Besides, two ubiquity scenarios complement this study 

instrumentation: (Scenario 1) the tracking of inventory items 

while being transported through the university campus; (Scenario 

2) the tracking of loaned bikes in a university campus. 

3.2 Execution 
The population of this study was represented by Master and PhD 

students in the software engineering area. A set of 8 subjects from 

an Object Oriented Software Engineering course took part. They 

were grouped in 3 teams (A-3, B-3, and C-2 subjects). Each team 

received the two ubiquity scenarios to increment the requirements 

specification of an Inventory Management System. The 

requirements definition of each scenario was made sequentially 

according to the distribution presented on Table 2. 

Table 2. Scenario Distribution and Effort to define the 

ubiquity requirements. 

 1st Iteration (ad hoc) 2nd Iteration (with UbiCheck) 

Team A Scenario 1 300 min Scenario 2 240 min 

Team B Scenario 1 240 min Scenario 2 120 min 

Team C Scenario 2 180 min Scenario 1 180 min 

During the study execution, the subjects signed the consent form 

and filled in the forms that allowed us to capture the qualitative 

data about UbiCheck applicability.  

3.3 Results and Limitations 
The empirical study execution allowed us to observe some 

positive features and drawbacks of the proposed approach. The 

positive features are: 

 The subjects reported that UbiCheck helps in the ubiquity 

requirements definition activity. They said the questions in 

UbiCheck have led them to think about important issues in 

ubicomp domain that they normally do not capture in the 

requirements document. 

 UbiCheck allowed for this group an effort (in time) reduction 

on average of 23,3% to define ubiquity requirements (see 

Table 2). 

On the other side, the subjects also reported some issues 

(improvement opportunities) of using UbiCheck: 

 Ubicomp domain represents a knowledge intensive area but 

the proposed approach did not provide enough support for 

some terms used in the checklist. This caused a 

misunderstanding of some concepts. 

 It was not clear the relationship between the expected 

answers of some questions in UbiCheck and the sections of a 

requirements specification document. Thus, the software 

engineers faced some issues on defining specifics ubiquity 

requirements. 

In general, the results suggested that Ubicheck could be possible 

to support the behavior B2. However, some threats to validity 

were observed considering this particular study: 

 The study was executed with different academic degree , 

experience and knowledge levels graduate students; 

 The two used scenarios were bit similar. This fact may have 

influenced the reduction of the effort involved in the 2nd 

iteration of the study; 

 Population’s size does not allow a satisfactory statistical 

treatment. 

Therefore, it could be interesting to replicate this study to obtain 

more indication about the observed behavior increasing the 

confidence in results. 

4. UBICHECK IMPROVEMENTS  
The obtained results allowed us to evolve UbiCheck based on the 

improvement opportunities reported in prior section. Thus, the 

following enhancements are present on UbiCheck 2.0: 

 A glossary of terms has been created and attached to the 

GDG/SDG; 

 For each question of the GDG/SDG, it was clearly defined 

what is expected to be answered; 

 For each question of the GDG/SDG, it was defined how the 

related concept should be described in terms of the 

requirements specification document (specification item). 

For this, a set of concepts usually present in a requirements 

specification document (for instance, functional requirement, 

use case description, actor, and business rule) was defined 

and associated with the corresponding GDG/SDG questions. 

Figure 5 illustrates a SDG new version fragment for the 

experience capture characteristic. Besides the elements previously 

shown in Figure 4 (A, B, C, and D), this new guide version 

includes: (E) Link to glossary of terms; (F) Additional 

information about answers expectation, and; (G) Suggestion about 

where a concept should be described into the requirements 

specification document. 

5. CONCLUSION  
This paper presented UbiCheck, a checklist based approach to 

support the requirements definition in the ubicomp domain. 

Besides, the importance of a body of knowledge regarding 

ubicomp to support ubiquitous software development was also 

discussed. Ubicheck is supported by such a body of knowledge.  

The development of Ubicheck follows an experimental based 

methodology. In this paper, the initial study to evaluate the use of 

Ubicheck has been summarized. These initial results were useful 

to indicate a possible Ubicheck´s feasibility and to allow its 

evolution. However, this study should be replicated aiming at to 

confirm that Ubicheck can support software engineers on 

specifying ubiquity requirements. 

Currently, we are working on the planning of a new study to 

assess the actual benefits of UbiCheck associated to the reduction 
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of omission defects inserted during the definition of ubiquity 

requirements in ubiquitous software projects development. 
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